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Learning Visibly One-Counter Automata in

Polynomial Time

Daniel Neider and Christof Löding

Chair for Computer Science 7, RWTH Aachen University, Germany

Abstract. Visibly one-counter automata are a restricted kind of one-counter
automata: The input symbols are typed such that the type determines the in-
struction that is executed on the counter when the input symbol is read. We
present an Angluin-like algorithm for actively learning visibly one-counter au-
tomata that runs in polynomial time in characteristic parameters of the target
language and in the size of the information provided by the teacher.

1 Introduction

The aim of this paper is to develop a learning algorithm for the class of visibly
one-counter automata, which form a subclass of classical one-counter automata
that can manipulate the counter by the instructions increment and decrement,
and additionally can check the counter for zero. Visibly one-counter automata
use the same instructions but are more restrictive because the instruction to be
executed is determined by the input symbol. More precisely, visibly one-counter
automata work over a typed alphabet, where each symbol is associated with
either increment, decrement, or no operation. The zero tests are implicit in the
sense that the automaton can only accept if the counter value reaches zero at
the end of the word and never goes below zero during the execution.

In the same way as traditional one-counter automata can be seen as pushdown
automata with only one stack symbol, visibly one-counter automata are derived
from visibly pushdown automata, which also work over a typed alphabet where
each symbol is associated to the instruction push, pop, or no stack operation
[2]. This restricted class of pushdown automata naturally appears in several
contexts such as the verification of recursive programs [1], and in the processing
and transformation of XML documents (e.g. [9] and [10]). For the latter task,
it is very common to use tree automata (see [13]) because XML documents can
naturally be modeled as trees, where each pair of opening and closing tag induces
a subtree. But when transferring XML documents, they arrive as a stream, i.e.
as a word, and to process them online one has to use a formalism operating on
words instead of trees. Here it turns out that visibly pushdown automata are
the counter part of finite tree automata, in the sense that one can transform one
model into the other when switching between words and trees.

In the terminology of visibly pushdown automata, Segoufin and Vianu [15]
studied the problem of deciding for certain classes of XML documents (definable
by DTDs) whether they can be accepted by a restricted type of visibly pushdown
automata. These restricted automata are only allowed to store the opening tags
on the stack (and no additional information). Since such a restriction implies
that the visibly pushdown automaton can only use the stack to test whether
the input document is well-formed, this problem corresponds to the question
whether the given class of XML documents can be accepted by a finite automaton



under the assumption that the automaton only gets well-formed documents as
input. In [15] a partial result was obtained and later extended in [14], but the
problem in its full generality remains open. A modified version of the problem was
solved in [4], where the automaton model was further restricted to visibly one-
counter automata. In this version, the problem becomes decidable, i.e. given a
visibly pushdown automaton, it is decidable whether it is equivalent to a visibly
one-counter automaton. However, the upper bound for the complexity of the
procedure obtained in [4] is very discouraging (several exponentials).

In such situations, where no algorithms are known or the complexity of known
algorithms is very high, learning can offer a useful alternative to develop either
semi-algorithms or algorithms that quickly identify small solutions if they exist.
Such techniques are for example applied in verification, e.g. for compositional
verification [12] to avoid the construction of large intermediate systems, or in the
verification of FIFO systems [16] to obtain heuristics for undecidable problems.

Motivated by this, we study the problem of learning visibly one-counter au-
tomata. Our approach is inspired by work of Fahmy and Roos [7]. In their paper
they show how real time one-counter automata, i.e. one-counter automata with-
out ε-transitions, can be learned efficiently in an Angluin [3] learning setting.
Their method is based on a paper of Fahmy and Biermann [6], who describe
a general method for learning real-time automata that have access to certain
types of external memory like a counter, a stack, etc. They observe that it is
always possible to construct an automaton whose configuration graph (the tran-
sition graph over the cross product of the state space and the memory) and the
graph induced by the Nerode equivalence of the given language—the so-called
behavior graph—are isomorphic. Moreover, the configuration graph (and hence
the behavior graph) shows a repeating regular pattern, which is caused by the
automaton’s finite state space. Thus, a proper decomposition of a sufficiently
large part of the behavior graph into a finite state machine and a data structure
yields an automaton accepting the target language. The behavior graph itself is
learned using a slightly modified version of Angluin’s algorithm [3].

However, despite the close relationship between visibly and real-time one-
counter automata, this method cannot directly be applied to our setting: One
can show that there is a language acceptable by a visibly one-counter automaton
whose behavior graph is not isomorphic to any configuration graph of a visibly
one-counter automaton for this language. Nonetheless, the idea of learning a
part of the behavior graph, identifying its repeating pattern and building an
automaton from this information is used in a similar way in this paper.

We obtain an algorithm that identifies a visibly one-counter automaton for
the target language with a time complexity that is polynomial in characteristic
parameters of the language. The algorithm uses the classical membership and
equivalence queries known from Angluin’s algorithm [3], as well as a modified
equivalence query that asks for the correctness of the conjecture on specific sub-
sets of the target language. The latter query type is used to ensure that an initial
part of the behavior graph has been learned with enough precision.

This paper is organized as follows: Section 2 introduces basic definitions and
notations and, moreover, presents several results on visibly one-counter automata
that are used later. In Section 3 we present the learning algorithm itself, followed
by a complexity analysis. In Section 4 we conclude and give some perspectives.
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2 Definitions and Notation

An alphabet Σ is a finite set of symbols. A word is a finite sequence w = a1 . . . an
of symbols ai ∈ Σ for i = 1, . . . , n. The empty word is denoted by ε. The
concatenation of two words u = a1 . . . an and v = b1 . . . bm is the word u · v =
uv = a1 . . . anb1 . . . bm. A word u is a prefix of w if there is a word v with w = uv.
The set of all prefixes of w is denoted by pref(w). A set R is prefix closed if for
every wa ∈ R also w ∈ R holds. Analogous, a set S is suffix closed if for every
aw ∈ S also w ∈ S holds.

The set of all finite words over Σ is denoted by Σ∗. A subset L ⊆ Σ∗ is called
a language.

Visibly One-Counter Automata. A visibly one-counter automaton is defined
over a pushdown alphabet Σ̃ = (Σc, Σr, Σint), which is a tuple of three disjoint
alphabets: Σc is a set of calls, Σr is a set of returns and Σint is a set of internal
actions. For any pushdown alphabet Σ̃ let Σ = Σc ∪Σr ∪Σint. The intuition is
that a visibly one-counter automaton has to increment its counter on reading a
call and decrement its counter on reading a return. An internal action leaves the
counter unchanged. With this intuition we can define the sign χ(a) of a symbol
a ∈ Σ as χ(a) = 1 if a ∈ Σc, χ(a) = −1 if a ∈ Σr and χ(a) = 0 if a ∈ Σint.

Definition 1 ([4]). A visibly one-counter automaton with threshold m (m-
VCA) over a pushdown alphabet Σ̃ is a tuple A = (Q,Σ, q0, δ0, . . . , δm, F ) where
Q is a finite, nonempty set of states, Σ is the input alphabet induced by Σ̃, q0 ∈ Q
is an initial state, δi : Q×Σ → Q is a transition function for every i = 0, . . . ,m
and F ⊆ Q is a set of final states.

A configuration of A is a pair (q, k) where q ∈ Q is a state and k ∈ N

is a counter value. There is an a-transition from (q, k) to (q′, k′), denoted by
(q, k)

a
−→A (q′, k′), if k′ = k+χ(a) ≥ 0 and δk(q, a) = q′ if k < m and δm(q, a) = q′

if k ≥ m. Note that a return cannot be processed if the counter is zero.
A run of A on a word w = a1 . . . an ∈ Σ

∗ is a sequence (q0, k0), . . . , (qn, kn)
of configurations such that (qi−1, ki−1)

ai−→A (qi, ki) holds for i = 1, . . . , n. We
also write (q0, k0)

w
−→A (qn, kn). A word w is accepted by A if there is a run

(q0, 0)
w
−→A (q′, 0) where q0 is the initial state and q′ ∈ F . The language L(A)

of an m-VCA A is the set of all words accepted by A. A language L ⊆ Σ∗ is
said to be m-VCA-acceptable if there is an m-VCA A with L = L(A). Moreover,
we call L VCA-acceptable or a visibly one-counter language if there is an m ∈ N

such that L is m-VCA-acceptable.
During a run of a VCA on a word w ∈ Σ∗ the VCA has no control over

its counter. Instead the counter value is solely determined by the prefix u of w
read so far. This allows to define the counter value of a word w = a1 . . . an as
cv(w) =

∑n
i=1 χ(ai) and cv(ε) = 0. Moreover, we say that w has height h if h is

the maximal counter value of any prefix of w. In the subsequent sections we use
the following sets:

– Σ∗≥0 = {w ∈ Σ∗ | ∀u ∈ pref(w) : cv(u) ≥ 0} is the set of all words processable
by VCAs

– Σ∗0,t = {w ∈ Σ∗ | ∀u ∈ pref(w) : 0 ≤ cv(u) ≤ t} is the set of all words
processable by VCAs whose heights do not exceed a fixed value t
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Behavior Graphs. When developing a learning algorithm for a language class,
it is very useful to have canonical representations for the languages in this class.
For the class of regular languages, such a canonical representation is the Nerode
right-congruence, or equivalently the canonical deterministic automaton for the
language, which can be derived from the Nerode congruence (see [8]). For a VCA
language L we introduce a similar canonical object, the behavior graph of L,
which basically corresponds to the canonical automaton. This object is infinite,
in general, but it has a periodic structure and can thus be represented by a finite
object. Such a finite representation is what our learning algorithm constructs.

Definition 2. Let L be a visibly one-counter language. The refined Nerode con-
gruence ∼L⊆ Σ

∗
≥0 × Σ

∗
≥0 is defined as follows: Two words u, v ∈ Σ∗≥0 are L-

equivalent, denoted by u ∼L v, if and only if cv(u) = cv(v) and uw ∈ L⇔ vw ∈ L
for all w ∈ Σ∗. The equivalence class of a word w is defined as [[w]]L = {u ∈
Σ∗≥0 | u ∼L w}.

The refined Nerode congruence is a refinement of the standard Nerode con-
gruence, which additionally takes the counter values of words into account. In
fact, because VCAs accept with counter value zero, only one equivalence class of
the standard Nerode congruence is refined: The one that contains all words that
cannot be extended to a word in L. Note that ∼L is a right congruence in the
sense that u ∼L v implies ua ∼L va for a ∈ Σ if ua, va ∈ Σ∗≥0.

By definition, all words of an equivalence class have the same counter value.
Therefore, we define the counter value of an equivalence class as cv([[w]]L) =
cv(w).

Using the congruence ∼L one can construct an infinite state machine accept-
ing the language L in the obvious way.

Definition 3. Let L be a visibly one-counter language and ∼L the refined Nerode
congruence. The behavior graph of L is a tuple BGL = (QL, Σ, q

L
0 , δL, FL) where

QL = {[[w]]L | w ∈ Σ
∗
≥0} is the set of states, qL0 = [[ε]]L is the initial state,

δ([[w]]L, a) = [[wa]]L for [[w]]L, [[wa]]L ∈ QL and a ∈ Σ is the transition function
and FL = {[[w]]L | w ∈ L} is the set of final states.

Runs, acceptance and the language L(BGL) of a behavior graph are defined
in the usual way. A straight-forward induction shows L(BGL) = L. Note that
the definition of behavior graphs is sound and results in a deterministic infinite
state machine since ∼L is a right congruence. Figure 1 shows an example of a
behavior graph.

Our learning algorithm is based on the observation that behavior graphs of
visibly one-counter languages have a special repeating structure: They start with
an “initial part” which is followed by a “repeating part” that repeats ad infinitum.
This decomposition of the above example language is depicted in Figure 1.

To formalize this observation, we state that the number of equivalence classes
on each level of the behavior graph, i.e. on the set of equivalence classes of the
same counter value, is bounded by a constant K ∈ N: Each m-VCA accepting
L can only use its states to distinguish non-equivalent words with the same
counter value above m. The minimal value of K is called the width of BGL.
This fact allows to enumerate the equivalence classes on a level i ∈ N using
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Initial part Repeating parts

[[ε]]
L

[[ccarr]]
L

a [[ccar]]
L

[[cca]]
L

[[ccca]]
L

[[c]]
L

[[cc]]
L

[[ccc]]
L

. . .

. . .c c c c

aa

rrr r

Counter value

Fig. 1. Behavior graph of the visibly one-counter language L = {cnarnam | n ≥ 2, m ≥ 0} over
Σc = {c}, Σr = {r} and Σint = {a}. The final state is double framed.

a mapping νi : {[[w]]L ∈ QL | cv(w) = i} → {1, . . . ,K}. Additionally, since
{[[w]]L ∈ QL | cv(w) = i} forms a partition of QL, we can easily merge the
mappings νi into a single mapping ν : QL → {1, . . . ,K}.

With these enumerations the behavior graph can be coded as a sequence of
(partial) mappings τi. Each τi encodes the edges of the equivalence classes on
level i, i.e. on the vertex set {[[w]]L ∈ QL | cv(w) = i}, as follows: It assigns to
each pair (j, a) of an equivalence class number and input symbol the number of
the equivalence class that is reached from class number j on level i on reading a.

Formally, the mappings τi : {1, . . . ,K} × Σ → {1, . . . ,K} for i ∈ N are de-
fined by τi(j, a) = j′ if there is an equivalence class [[u]]L on the i-th level with
νi([[u]]L) = j and νi+χ(a)([[ua]]L) = j′. The mappings τi(j, a) are undefined in any
other case.

The behavior graph can then be completely encoded by the infinite word
α = τ0τ1τ2 . . ., which is called a description of BGL. Since a visibly one-counter
language uniquely determines its behavior graph, we also call α a description of
L. Note that there may be many descriptions since ν can be chosen arbitrary.
In our algorithm we use the fact that it is always possible to find a description
which is ultimately periodic, as described in the following theorem.

Theorem 1 ([4]). Let L ⊆ Σ∗ be a visibly one-counter language, BGL =
(QL, Σ, q

L
0 , δL, FL) the behavior graph of L and K the width of BGL. Then

there is an enumeration ν : QL → {1, . . . ,K} such that the corresponding de-
scription α of L is an ultimately periodic word with offset m and period k, i.e.
α = τ0 . . . τm−1 (τm . . . τm+k−1)ω.

There are many different offsets and periods for an ultimately periodic de-
scription but for each such offset and period the description is unique up to
renumbering of the equivalence classes. Since we are interested in small descrip-
tions, we choose one such that the sum of the offset and the period is minimal
(if there exist different descriptions leading to the same sum, then we choose
the one with the minimal period). From now on we choose m and k with these
properties and refer to the corresponding ultimately periodic description of BGL
as the characteristic description.

Constructing VCAs. Using an ultimately periodic description of BGL, it is
possible to construct a VCA accepting L. This is formalized in the following
lemma.
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Lemma 1 ([4]). Let L be a visibly one-counter language and K the width of
BGL. For an ultimately periodic description α = τ0 . . . τm−1 (τm . . . τm+k−1)ω of
BGL with offset m and period k, one can construct an m-VCA Aα with K · k
states such that L(Aα) = L.

The construction used to prove Lemma 1 originally is taken from [4]. The
idea is to construct a VCA that simulates a run of BGL on an input. Since BGL
has a repeating pattern and, thus, can be represented by finite information, a
VCA can keep track of the exact state BGL is currently in.

Proof (of Lemma 1). The construction from [4] is shown in Definition 4. It takes
an ultimately periodic description α of L, the parametersm and k and produces a
VCA Aα with L(Aα) = L. Moreover, both the size of Aα and the time necessary
for its construction are polynomial in the parameters K, k and m. Note that for
our purpose the original construction is slightly modified.

Definition 4 ([4]). Let L be a visibly one-counter language and K the width of
BGL. For an ultimately periodic description α = τ0 . . . τm−1 (τm . . . τm+k−1)ω of
BGL with offset m and period k resulting from its respective enumeration ν, we
define the m-VCA Aα = (Q,Σ, q0, δ0, . . . , δm, F ) as

– Q = {1, . . . ,K} × {0, . . . , k − 1},
– q0 = (ν([[ε]]L), k − 1) and
– F = {ν([[u]]L) | u ∈ L} × {0, . . . , k − 1}.
– The transitions functions δ0, . . . , δm are defined by:
• For every j < m, i ∈ {1, . . . ,K} and 0 ≤ r < k. If j = m− 1 and a ∈ Σc

let
δm−1((i, r), a) = (τm−1(i, a), 0)

and if j < m− 1 or a 6∈ Σc let

δj((i, r), a) = (τj(i, a), k − 1) .

• For every a ∈ Σ, i ∈ {1, . . . ,K} and 0 ≤ r < k let

δm((i, r), a) = (τm+r(i, a), (r + χ(a)) mod k) .

Intuitively the simulation of BGL works as follows: The VCA Aα can dis-
tinguish whether it is in the initial part of BGL (using its threshold) or in the
periodic part (using a modulo-k-counter to keep track of the level within the
period). Since the periodic part repeats again and again, the knowledge about
BGL up to level m + k − 1 is sufficient. Technically Aα’s states consist of two
components. The first component stores the number of the current equivalence
class. The second component keeps track of the current position within the pe-
riod if Aα is simulating BGL in its periodic part. The transitions are defined
according to α.

As claimed in Lemma 1, the size of Aα, i.e. the number of states, is K · k
and, thus, polynomial in the size of the prefix τ0 . . . τm+k−1 of α. ⊓⊔

Note that each VCA for L needs at least K states because it has to separate
different equivalence classes on the same level. The construction from Definition 4
does not meet this bound exactly but only misses it by the factor k, i.e. the length
of the period.
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Unfortunately, an overhead is not avoidable in general. Unlike the technique
used in [7], it is in general not enough to associate a VCA-state to each state of
the behavior graph in a sound manner to obtain a VCA for the target language.
To prove this formally, we need to introduce the so-called configuration graph.
For a VCA A = (Q,Σ, q0, δ0, . . . , δm, F ) the states of this infinite graph are
configurations of the form (q, i) ∈ Q× N (meaning that A is in state q and has
counter value i) and the edges are defined by the transition functions δ0, . . . , δm.
Moreover, if we set (q0, 0) as the initial state and mark the state set F × {0}
as final, then the configuration graph of A is an infinite state acceptor for L(A)
in the same way as BGL(A). For example, Figure 2(b) shows the configuration
graph of the VCA depicted in Figure 2(a).

q0

q1 q2

q3 q4

c1

c2

r1

c1 r1

r2

c2 r2

(a) A 1-VCA A accepting L

(q0, 0)

(q1, 1) (q1, 2) (q1, 3) . . .

(q2, 0) (q2, 1) (q2, 2) . . .

(q3, 1) (q3, 2) (q3, 3) . . .

(q4, 0) (q4, 1) (q4, 2) . . .

c1

c2

c1

r1

c1

r1

c1

r1

r1 r1 r1

c2

r2

c2

r2

c2

r2

r2 r2 r2

(b) The configuration graph of A (cf. Figure 2(a))

[[ε]]
L

[[c1]]
L

[[c1c1]]
L

[[c1c1c1]]
L

. . .

[[c1r1]]
L

[[c1c1r1]]
L

[[c1c1c1r1]]
L

. . .

[[c2]]
L

[[c2c2]]
L

[[c2c2c2]]
L

. . .

[[c2c2r2]]
L

[[c2c2c2r2]]
L

. . .

c1

c2

c1

r1

c1

r1

c1

r1

r1
r1 r1

c2

r2

c2

r2

c2

r2

r2
r2 r2

(c) The behavior graph of L

Fig. 2. The behavior graph BGL, an 1-VCA A and A’s configuration graph for the language
L = {cn1 r

n
1 | n > 0} ∪ {cn2 r

n
2 | n > 0}
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As mentioned above, the following lemma shows that the behavior graph of
a VCA-acceptable language cannot easily be decomposed into an appropriate
VCA. This implies that a certain overhead in the number of states of a VCA
cannot be avoided.

Lemma 2. For every m ∈ N there exists an m-VCA-acceptable language L for
which the configuration graph of any m-VCA A recognizing L is not isomorphic
to the behavior graph BGL.

Proof (of Lemma 2). For reasons of convenience (and for a better undertsanding)
we prove a special case of Lemma 2 where we fix the value of m to m = 1.
However, during the proof it will become clear how our arguments can easily be
shifted to arbitrary values of m.

Consider the language L = {cn1 r
n
1 | n > 0}∪{cn2 r

n
2 | n > 0} over the alphabet

Σc = {c1, c2}, Σr = {r1, r2} and Σint = ∅. Figure 2 shows a 1-VCA accepting L,
A’s configuration graph and the behavior graph of L.

Let us first informally introduce the idea of the proof. We observe that all
words w = cn1 r

n
1 and w′ = cn2r

n
2 are L-equivalent for every n > 0 while cl1 6∼L c

l
2

and cn1r
l
1 6∼L c

n
2r
l
2 holds for every n > 0 and 0 ≤ l < n. That means that during

the run of a 1-VCA on words w and w′ starting with c1 and c2 respectively the
automaton has to be in different states. Additionally, to produce a configuration
graph isomorphic to the behavior graph of L, the last states of each run have
to be the same. To achive this, the automaton has to know when it has read
cn1r
n−1
1 or cn2r

n−1
2 , i.e. when the counter has reached the value 1, and then switch

to the same state while reading the last return symbol. Since the behavior graph
has infinitely many states, the automaton cannot store this information only in
its states and has to access its counter. However, any 1-VCA can only check
if the counter is 0 or greater than 0, which makes it impossible to produce a
configuration graph isomorphic to the behavior graph of L.

We now prove the lemma formally. Therefore, let us assume that the 1-VCA
A = (Q,Σ, q0, δ0, δ1, F ) recognizes L and has a configuration graph isomorphic
to the behavior graph BGL. Moreover, let n = |Q| be the number of states of A.
We consider the words w = ck1r

k
1 and w′ = ck2r

k
2 where k > n2 and their runs

(q0, 0)
c1−→ (q1, 1)

c1−→ . . .
r1−→ (q2k−1, 1)

r1−→ (q, 0)

and
(q0, 0)

c2−→ (q′1, 1)
c2−→ . . .

r2−→ (q′2k−1, 1)
r2−→ (q, 0)

respectively. Because δ1(q2k−1, r1) = δ1(q′2k−1, r2) = q, the pair (q2k−1, q
′
2k−1)

can only occur once after reading ck1 and ck2 . To see this, assume ql = q2k−1 and
q′l = q′2k−1 for some l ∈ {k, . . . , 2k − 2}. We know that after reading both ck1r

l+1
1

and ck2r
l+1
2 , A is in state q with counter value k− l−1. That means that ck1r

l+1
1 is

equivalent to ck2r
l+1
2 , which is a contradiction to the above observation. By using

the same argument, the pair (q2k−2, q
′
2k−2) can also only occur once after reading

ck1 and ck2 . This argumentation can be done repetitively and shows that each pair
(qi, q

′
i) can only occur once after reading ck1 and ck2 for each i ∈ {k, . . . , 2k − 1}.

It is clear that there are n2 pairwise different pairs of states of A, but we
showed that there have to be at least 2k− k = k > n2 pairwise different pairs of
states, which yields a contradiction.
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To extend the proof to arbitrary values of m > 1, consider the language

Lm = {cn+m−1
1 rn1 r

m−1 | n > 0} ∪ {cn+m−1
2 rn2 r

m−1 | n > 0}

with a new return symbol r ∈ Σr. It is easy to see that Lm is m-VCA-acceptable.
However, using the same arguments as above one can show that there is no m-
VCA accepting L that has an isomorphic configuration graph. ⊓⊔

Finding Witnesses for Non-Equivalence. Later on, our learning algorithm
needs to decide whether two words are L-equivalent or not. In order to prove
that two words are not L-equivalent, it has to find a witness for this fact. In the
case of regular languages, one can bound the length of such witnesses. For visibly
one-counter languages there exists a similar result, which bounds the height of
the witnesses. This is formalized in the next lemma, which intuitively states that
for every pair of non L-equivalent words u 6∼L v on the same level, their non-
equivalence can be witnessed by a word w without exceeding the counter value
s+ cv(u) for a constant s defined below.

Lemma 3. Let L be a visibly one-counter language, K the width of BGL and
α the characteristic description of L with offset m and period k. Moreover, let
s = m+ (K · k)4. Then, for each non-equivalent pair u 6∼L v with cv(u) = cv(v)
there exists a witness w such that uw ∈ L⇔ vw 6∈ L and uw, vw ∈ Σ∗0,s+cv(u).

The proof uses a pumping applied to Aα for the characteristic description α
of BGL. The main difference to pumping on finite automata is that we have to
ensure that the resulting word still has counter value 0. Thus, we have to remove
two parts of the word, one increasing the counter value and the other one de-
creasing the counter value again. For this reason we do not obtain a quadratic
upper bound in the number of states as for finite automata but a power of 4
instead (two times quadratic). Note that in the definition of s the part K · k
corresponds to the number of states of Aα.

Proof (of Lemma 3). Let K be the width of BGL and α the characteristic de-
scription of L with offset m and period k. Choose u 6∼L v with cv(u) = cv(v)
and let w the “smallest” witness (the witness with the smallest height), i.e. for
every other witness w′ there is a prefix x ∈ pref(w′) such that cv(ux) > cv(uy)
for all prefixes y ∈ pref(w). Without loss of generality we assume that uw ∈ L
and vw 6∈ L.

We show Lemma 3 by contradiction and assume that the smallest witness
w exceeds the height s + cv(u) = m + (K · k)4 + cv(u), i.e. there is a prefix
x ∈ pref(w) such that cv(ux) = cv(vx) > s+ cv(u). Using a pumping argument,
we then deduce that there exists a smaller witness w′ 6= w, which contradicts our
assumption (that w is the smallest witness).

To prove the lemma, we use the m-VCA Aα as constructed in Definition 4.
We are interested in the part of the run of Aα on the words uw and vw, where the
automaton exceeds the counter valuem+cv(u) after reading u and v respectively.
At this point we can be sure that Aα can only use its states to distinguish non-
equivalent words with the same counter value.
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Let w = a1 . . . an and consider the situations where Aα exceeds the counter
value i, m + cv(u) ≤ i < m + (K · k)4 + cv(u), for the first time after reading
u, say cv(ua1 . . . al) = i for some 1 ≤ l < n and al+1 ∈ Σc. Each such situation
uniquely determines a position l′, l < l′ ≤ n, in w where Aα reaches the counter
value i again after reading al′ , i.e. cv(ua1 . . . al′) = i and al′ ∈ Σr. Note that
such an l′ exists because cv(uw) = 0. Let p1 be the state that Aα assumes after
reading ua1 . . . al and p2 the state assumed after reading ua1 . . . al′ . Analogously,
let p3 be the state reached after reading va1 . . . al and p4 the state reached after
reading va1 . . . al′ .

Since there is an x ∈ pref(w) with cv(ux) > m+ (K ·k)4 + cv(u), there are at
least (K ·k)4 + 1 such situations, which means that there are at least (K ·k)4 + 1
4-tuples of states. Now recall that Aα has K · k states. Thus, by pigeonhole
principle there has to be one 4-tuple of states that occurs at least twice, say q1,
q2, q3 and q4. This situation is depicted in Figure 3.

Counter
value

s+ cv(u)

cv(u)

0

m

k

qu qv

q1 q3 q2 q4

q1 q2 q3 q4

Fig. 3. Sketch of the situation, where the VCA Aα processes a non-minimal witness from the
states reached after reading u and v respectively

We can break down the witness w into parts: Let w = w1w2w3w4w5 such
that and the run of Aα on uw and vw respectively is of the form

(q0, 0)
u
−→ (qu, cv(u))

w1−→ (q1,m)
w2−→ (q1, k)

w3−→ (q2, k)
w4−→ (q2,m)

w5−→ (q′u, 0)

and

(q0, 0)
v
−→ (qv, cv(v))

w1−→ (q3,m)
w2−→ (q3, k)

w3−→ (q4, k)
w4−→ (q4,m)

w5−→ (q′v, 0)

for some suitable m,n ∈ N (see Figure 3). Then, the following facts hold:

1. | cv(w2)| = | cv(w4)|,
2. cv(w2) > 0 and cv(w4) < 0,
3. cv(w3) = 0

Now, we apply a pumping argument and easily deduce that w1w
i
2w3w

i
4w5 is

also a witness for the non-equivalence of u and v for any i ∈ N. In particular,
the word w′ = w1w3w5 is such a witness, but has a smaller height than w. This
contradicts our assumption. ⊓⊔
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3 Learning Visibly One-Counter Automata

The results from the previous section show that it is enough to identify a regular
description of BGL for constructing a VCA for L. Such a regular description
τ0 . . . τm−1 (τm . . . τm+k−1)ω naturally corresponds to an initial segment of BGL,
namely the part that is described by τ0 . . . τm−1τm . . . τm+k−1.

Roughly speaking, our learning algorithm proceeds as follows: It learns an
initial segment of BGL and tries to identify a repeating structure inside this
initial segment. If such a repeating structure is found, then a periodic description
is constructed by iterating the repeating part. From this periodic description a
VCA is constructed and given as hypothesis to the teacher. To make this idea
precise we introduce the following notations:

– The restriction of ∼L up to level t is denoted by ∼L|t, i.e.

∼L|t = ∼L ∩
(

Σ∗0,t ×Σ
∗
0,t

)

.

– The initial segment of BGL induced by ∼L|t, denoted by BGL|t .

Note that BGL|t does not contain equivalence classes of words whose heights
exceed t: In Figure 1, BGL|0 contains the equivalence class [[ε]]L, BGL|1 contains
[[ε]]L and [[c]]L, and BGL|2 contains [[ε]]L, [[c]]L, [[cc]]L, [[cca]]L, [[ccar]]L and [[ccarr]]L.

3.1 The Learning Framework

Our learning algorithm is based on a popular learning framework, usually called
active learning, introduced by Angluin [3]: A learner, who has initially no knowl-
edge about a target language L ⊆ Σ∗ over a fixed (and known) alphabet Σ,
learns the language by actively querying a teacher. The teacher, often called
minimally adequate, has to answer two different types of queries: Membership
and equivalence queries.

On membership queries the learner provides a word w ∈ Σ∗ and the teacher
has to decide whether w belongs to L. The answer is “yes” or “no” depending
on whether w ∈ L or not.

On equivalence queries the learner provides a conjecture A and the teacher
has to check whether A is an equivalent description of the language L. If this is
true, the teacher answers “yes”. Otherwise the teacher has to provide a counter-
example w with w ∈ L(A) ⇔ w 6∈ L as a witness that L and the language
recognized by the conjecture A are different.

The fact that the learning of an infinite object is reduced to the learning of a
certain finite subpart of this object—in our case BGL|t for some t ∈ N—requires
to guarantee that the subpart is eventually learned completely. Using only mem-
bership and equivalence queries as in Angluin’s original setting, however, does
not have this property. In fact, one can show that there are example-languages
where a teacher provides counter-examples containing information about equiv-
alence classes for increasing values of t, but which never allow to learn BGL|t
completely for any value of t.

To ensure a complete learning of the required subpart, we use an additional
type of query (described e.g. in [11]) called a partial equivalence query. This query
checks whether a conjecture is compatible with the target language on a finite
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set of inputs. Formally, it takes a conjecture A and a natural number t ∈ N and
checks whether for all w ∈ Σ∗0,t the condition w ∈ L⇔ w ∈ L(A) holds.

If the conjecture is partially equivalent in the above sense, then the teacher
returns “yes”. Otherwise, the teacher returns a counter-example w ∈ Σ∗0,t such
that w ∈ L⇔ w 6∈ L(A) is satisfied. Note that each counter-example has counter
value cv(w) = 0.

3.2 Data Structure

The data, which is gathered during the learning process, is organized in sev-
eral two-dimensional tables. These tables are similar to the data structure used
in Angluin’s original algorithm [3] but additionally take the counter value of
equivalence classes into account.

Let us note that, in principle, we could also work with a classical observation
table without taking the counter values into account. But then we would have
a lot of combinations of representatives and samples that do not match because
their combination results in a word that does not have counter value 0. Thus, a
stratified observation table as defined below is more suitable for our setting.

Definition 5. A stratified observation table up to level t for a visibly one-
counter language L is a tuple O = ((Ri)i=0,...,t, (Si)i=0,...,t, T ) consisting of

– nonempty, finite sets Ri ⊆ {w ∈ Σ
∗
0,t | cv(w) = i} of representatives

– nonempty, finite sets Si ⊆ Σ
∗ of samples

for i = 0, . . . , t and a mapping T : (Dc ∪Dr ∪Dint)→ {0, 1} where

Dint =
t
⋃

i=0

(Ri ∪Ri ·Σint) ·Si, Dc =
t−1
⋃

i=0

Ri ·Σc ·Si+1 and Dr =
t
⋃

i=1

Ri ·Σr ·Si−1

such that

– for all u ∈ Ri and v ∈ Si the condition uv ∈ Σ∗0,t and cv(uv) = 0 holds,
– for all w ∈ (Dint ∪Dc ∪Dr) the condition T (w) = 1⇔ w ∈ L holds,
– the set of all representatives R :=

⋃t
i=0Ri is prefix closed and the set of all

samples S :=
⋃t
i=0 Si is suffix closed.

The first requirement states that only valid data is stored in the table and
that this data is stored properly. The second requirement states that the data
stored is compatible with the target language. Both requirements are naturally
fulfilled by the learning algorithm.

Intuitively a stratified observation table organizes approximations of the
equivalence classes of ∼L|t separately for each level. Each set Ri contains repre-
sentatives with counter value i for the equivalence classes of the i-th level. The
set Si contains samples to distinguish the representatives of the i-th level.

The actual information of a stratified observation table is stored in the map-
ping T . One can think of T as three different tables for each level where the rows
are labeled with representatives and the columns are labeled with samples: The
first table of level i stores information about the representatives of the current
level and their internal action successors, while the second table stores infor-
mation about call successors. Finally, the third table stores information about
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return successors. However, note that there are no call successors for represen-
tatives of level t (since we only want to learn the behavior graph up to level t)
and no return successors for representatives on level 0 (since such words cannot
be processed by a VCA). A stratified observation table induces an equivalence
on the set R ◦Σ := R ·Σ \ (R0 ·Σr ∪Rt ·Σc) in a similar manner as the refined
Nerode congruence.

Definition 6. Let O be a stratified observation table for L up to level t. Two
words u, v ∈ R ∪ R ◦ Σ are O-equivalent, denoted by u ∼O v, if and only if
cv(u) = cv(v) and T (uw) = T (vw) for all w ∈ S

cv(u). For u ∈ R ∪ R ◦ Σ we
define its O-equivalence class as [[u]]O = {v ∈ R ∪R ◦Σ | u ∼O v}. The number
of O-equivalence classes is denoted by index(∼O).

Note that two L-equivalent words are always O-equivalent and, thus, a strat-
ified observation table stores an approximation of the refined Nerode congruence
up to a fixed level t. However, the definition of stratified observation tables does
not guarantee that the equivalence ∼O is in fact a congruence. We therefore
impose two requirements (known from Angluin’s learning) that a stratified ob-
servation table shall fulfill:

– A stratified observation table is closed if and only if the condition

∀u ∈ Ri ∀a ∈ Σ : [[ua]]O ∩Ri+χ(a) 6= ∅

holds for all i = 0, . . . , t except for i = 0 and a ∈ Σr as well as i = t and
a ∈ Σc.

– A stratified observation table is consistent if and only if the condition

∀u, v ∈ Ri ∀a ∈ Σ : u ∼O v ⇒ ua ∼O va

holds for all i = 0, . . . , t except for i = 0 and a ∈ Σr as well as i = t and
a ∈ Σc.

Is O closed and consistent, one can construct the behavior graph BGO anal-
ogous to Definition 3 using ∼O. BGO can be seen as a finite state machine
working on Σ∗0,t. The language L(BGO) ⊆ Σ∗0,t is the language accepted by this
machine. As in Angluin’s original algorithm, a straight-forward induction shows
the following property.

Lemma 4. Let O be a closed and consistent stratified observation table up to
level t for a visibly one-counter language L and BGO its behavior graph. Then
BGO is compatible with the data stored in O, i.e. for i ∈ {0, . . . , t} and u ∈ Ri,
v ∈ Si the condition uv ∈ L(BGO)⇔ uv ∈ L is satisfied.

Our final goal is to identify periodic descriptions of BGL. For this purpose
we have to ensure that we know the initial part of BGL exactly. This is covered
by the following lemma.

Lemma 5. Let L be a visibly one-counter language, s = m + (K · k)4 as in
Lemma 3 and O a stratified observation table for L up to level t > s such that
w ∈ L(BGO) ⇔ w ∈ L holds for w ∈ Σ∗0,t. Then the restrictions of BGO and
BGL on the levels 0, . . . , t− s are isomorphic.
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Proof (of Lemma 5). To prove Lemma 5, we define a bijective mapping ϕ that
maps any equivalence class [[u]]L for u ∈ Σ∗0,t−s to the state q of BGO that is
reached after reading u. It is now left to show that ϕ is an isomorphism, i.e.
u ∼L v if and only if ϕ(u) = ϕ(v).

The direction from left to right follows directly from the fact that u ∼L v
always implies u ∼O v. For the other direction consider two words u 6∼L v with
cv(u) = cv(v) and assume that BGO reaches the same state, say q, after reading
u and v respectively (if cv(u) 6= cv(v), then BGO is obviously in different states
after reading u and v). Since u 6∼L v, we know from Lemma 3 that there is a
witness w such that uw ∈ L ⇔ vw 6∈ L and uw, vw ∈ Σ∗0,t (since cv(u) + s ≤
t− s + s = t). Thus, BGO cannot assume the same state q after reading u and
v respectively because w ∈ L(BGO)⇔ w ∈ L holds for any w ∈ Σ∗0,t. ⊓⊔

3.3 The Learning Algorithm

Given a teacher for a visibly one-counter language L, the key idea of our algo-
rithm is to compute a periodic description τ0 . . . τm−1(τm . . . τm+k−1)ω of BGL
(for the parameters m and k as introduced in Section 2), which is completely
characterized by the finite word τ0 . . . τm+k−1 and the parameters m and k.

For this purpose, we use Angluin’s learning to approximate BGL|t up to
language equivalence on Σ∗0,t (see Lemma 4). For t big enough, Lemma 5 tells
us that BGO and BGL are isomorphic up to a certain level. Hence, we can
use BGO to compute candidates for periodic descriptions of BGL. Since we do
not know m and k in advance, we try all possible pairs of values that fit into
BGO. For the obtained candidate descriptions we build a VCA according to
Definition 4 and give it as conjecture to the teacher. Either we find the correct
periodic description, or we have to increase t and reiterate through the process.
Termination is guaranteed because Lemma 5 implies that our algorithm is able
to identify the periodic description as soon as t > m+ 2k+ s (this becomes clear
later in the detailed description).

The rough structure of the algorithm is shown in Algorithm 1. In the remain-
der of this section we describe steps 2 to 6 of Algorithm 1 in detail.

Algorithm 1: The learning algorithm for visibly one-counter automata

Initialize an empty stratified observation table O up to level t = 0.1

repeat

Learn BGL|t using membership and partial equivalence queries.2

Identify all periodic descriptions β of BGL|t .3

Construct a conjecture VCA Aβ for each periodic description.4

Conduct equivalence queries on the conjectures.5

If a VCA accepting L is found, then stop and output this VCA.6

Otherwise choose one counter-example and add it to O. Thereby t increases.
until a VCA recognizing L is found.

Learning the Initial Part of the Behavior Graph. Our procedure to learn
the initial part of the behavior graph is an adaptation of Angluin’s learning
algorithm for regular languages [3]. Analogous to Angluin’s algorithm, we use
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a stratified observation table O to store the data gathered during the learning
process. Our goal is to extend the table until BGL|t has been learned with enough
precision, i.e. the behavior graphs BGO and BGL|t have the same acceptance
behavior on words from Σ∗0,t.

The procedure starts with an initially empty stratified observation table O =
(R0, S0, T ) up to level t = 0 where R0 = S0 = {ε}. The values T (u) are obtained
by asking membership queries for all u ∈ R0 ·Σint · S0.

Let us assume that we are given a stratified observation table O up to a level
t ≥ 0. It may happen that O is not closed or not consistent. If it is not closed,
then there is a representative u ∈ Ri, i ∈ {0, . . . , t}, and an a ∈ Σ such that the
equivalence class [[ua]]O is not present in the table, i.e. [[ua]]O ∩ Ri+χ(a) = ∅. In
this case we add ua as representative of the new equivalence class to Ri+χ(a) and
extend T by asking membership queries.

Is the table not consistent, we proceed in a similar manner: Since there are
u ∼O v, w ∈ Scv(u)+χ(a) and a ∈ Σ such that T (uaw) 6= T (vaw), we add aw to
S

cv(u) and extend O.

Both operations are repeated until the table is closed and consistent. Then
we construct BGO and ask a partial equivalence query on BGO with parameter
t. The teacher replies “yes” if the acceptance behavior of BGO is compatible with
the target language on Σ∗0,t. Otherwise, the teacher returns a counter-example
w ∈ Σ∗0,t with w ∈ L(BGO) ⇔ w 6∈ L, which is processed as follows: For every
decomposition w = uv, we add the prefix u as new representative to R

cv(u), the
suffix v as new sample to S

cv(u) and update T . Similar to Angluin’s algorithm
one can show that this process terminates in polynomial time.

Lemma 6. Let O be a stratified observation table up to level t for a visibly one-
counter language L with width K. Then, O can be not closed or not consistent
at most K · t times. Moreover, there can be at most K · t wrong conjectures on
partial equivalence queries.

The proof of Lemma 6 is straight forward and uses similar arguments as in
Angluin’s original paper [3].

Proof (of Lemma 6). Since u ∼L v implies u ∼O v and the total number of
∼L|t-equivalence classes index(∼L|t) is bounded by K · t—there are at most K
equivalence classes on each of the t levels—the value of index(∼O) is bounded by
K · t, too. Because index(∼O) increases every time the table is extended (either
because it is not closed or consistent, or because a counter-example is added),
the value index(∼L|t) is eventually reached. Then, the table is both closed and
consistent, and BGO and BGL|t have the same behavior on the set Σ∗0,t. ⊓⊔

Identifying the Behavior Graph’s Repeating Structure. As described
above, once we have gathered enough information in our table O such that BGO
is language equivalent to BGL|t (on Σ∗0,t), we know that the lower parts of BGO
and BGL|t are in fact isomorphic. Hence, for t big enough we have learned BGL|t
with enough precision to identify a periodic description of BGL. We now describe
how to determine candidates for such periodic descriptions that can be used to
construct conjecture VCAs for an equivalence query. The underlying technique
is inspired by the algorithm of Fahmy and Roos [7].
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The idea is simple: For each reasonable combination of m and k we construct
descriptions τ0 . . . τm−1τm . . . τm+k−1 of the initial part of BGO up to levelm+k−
1 ≤ t and then construct Aβ for β = τ0 . . . τm−1(τm . . . τm+k−1)ω (see Lemma 1).
To determine the τi we need a numbering of the equivalence classes on each level.
Let us pick an arbitrary numbering νi that maps the equivalence classes on level
i ∈ {0, . . . ,m + k − 1} injectively to {1, . . . ,K} (recall that K is the width of
BGL). This numbering uniquely determines τ0 . . . τm−1τm . . . τm+k−2. The only
problem arises in the definition of τm+k−1(j, a) for a ∈ Σc. This corresponds to
the definition on how to reenter the periodic part when exiting it at the top.

The naive solution would be to try all possibilities, which are of course expo-
nentially many. We show that we can restrict to at most one such definition and
that it is possible to identify it in polynomial time. For this purpose we simply
identify an isomorphism from the subgraph of BGO induced by the levels m to
m+ k− 1, and the subgraph of BGO induced by the levels m+ k to m+ 2k− 1.
Note that if there is indeed a periodic description of BGL with offset m and
period k, and if BGO agrees with BGL up to level m + 2k − 1, then such an
isomorphism exists. Since we are working with deterministic edge-labeled graphs,
we can determine an isomorphism in polynomial time if it exists.

One possibility to do so is a parallel breadth-first search (PBFS), as illustrated
in Figure 4. The PBFS works as follows: We start by picking some equivalence
class [[w]]O on level m, and a possible image of [[w]]O under the isomorphism on
level m+k, say [[w′]]O. Then we perform two breadth-first traversals “in parallel”
(the precise mechanism of this parallelism is unimportant): Both traversals are
synchronized in a way that the same action, i.e. following an outgoing or incoming
a-labeled transition, is performed in each step of both breadth-first searches. The
idea is that an isomorphism is detected if exactly the same actions of one traversal
can be repeated by the other and vice versa.

0

m

m+ k

m+ 2k

t

BGO

[[w]]O

[[w′]]O C
o
u

n
te

r
va

lu
e

Fig. 4. Schematic view on a parallel breadth-first search

Each single breadth-first search is a standard queue based breadth-first traver-
sal. On visiting an equivalence class [[u]]O on level i, we assign a “traversal num-
ber” to this equivalence class. This traversal number is the smallest not yet used
number on the i-th level. Since both searches are synchronized, in every step the
same traversal number is assigned by each individual breadth-first search. So an
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isomorphism is computed incrementally by mapping an equivalence class with
number l on level i to the equivalence class also numbered with l on level i+ k.

If the construction of the isomorphism fails for this choice of [[w′]]O, we have
to restart with another candidate. The choice of [[w]]O and [[w′]]O completely
determines the isomorphism on the part that is reachable from these two equiv-
alence classes since we are working with deterministic graphs. That means that
we either obtain a witness for the fact that [[w]]O cannot be mapped to [[w′]]O by
an isomorphism, or we construct a partial isomorphism on the reachable parts.
Then we restart in the same way on a part that has not yet been covered. In the
worst case we have to launch such a breadth-first search for each pair of nodes on
level m and m+ k. This implies that we can identify an isomorphism in polyno-
mial time if one exists. This isomorphism now uniquely determines τm+k−1 (for
the numbering that we had fixed above).

Equivalence Queries and Processing Counter-Examples. For every peri-
odic description β identified, the VCA Aβ is constructed and used on an equiv-
alence query. If no periodic description was identified, we use BGO itself as a
t-VCA on an equivalence query. This can be done by using the states of BGO,
defining the transitions according to ∼O and adding a sink state that rejects all
words with counter value greater t.

Clearly, if the teacher replies “yes” on one of these equivalence queries, we
have found a VCA accepting L and return it. Otherwise the teacher returns
counter-examples w ∈ L ⇔ w 6∈ L(Aβ). If there exists a counter-example that
has height bigger than t, we pick one such counter-example w and for each
decomposition w = uv we add the prefix u to R

cv(u) and v to S
cv(u) (preserving

the prefix closedness of R and the suffix closedness of S) and update the table
using membership queries. As a result, the level of the table needs to be increased
to the height of the counter example w. This is easily done as follows: Every time
a representative with counter value t′ greater than the table’s current level t has
to be added, new empty sets Rt′ and St′ are created and the representative and
sample are added. Additionally membership queries are performed to update T .

If none of these counter examples has height bigger than t, (i.e. our conjectures
do not even work correctly on Σ∗0,t) then we proceed as in the case that no periodic
descriptions were identified: We use BGO itself as a t-VCA on an equivalence
query. Since BGO works correctly on Σ∗0,t, the teacher returns a counter-example
of height bigger than t and we proceed as above.

After processing a counter-example the level of the stratified observation table
has increased to level t′. Now we repeat to learn BGL|t′ , compute the periodic
descriptions and construct the conjectures until we eventually learn a sufficiently
large part of BGL.

The whole procedure eventually terminates because Lemma 5 ensures, that
BGO is isomorphic to BGL up to level m + 2k once it is language equivalent
on Σ∗0,t and its height t has exceeded m + 2k + s. Hence, the procedure for
identifying periodic descriptions finds the characteristic descriptions and, thus,
builds a correct conjecture.
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3.4 Complexity of the Learning Algorithm

We first observe the correctness of our learning algorithm: The loop condition of
Algorithm 1 ensures directly that the algorithm computes a VCA recognizing L
if it terminates.

However, the time complexity of learning algorithms operating in an active
learning framework generally depends on two different aspects: The “complexity”
of the target language and the “complexity” of the teacher’s answers on queries.

For visibly one-counter languages it is not obvious how to measure the lan-
guage’s complexity. A straight forward approach for this is is to use the number
of states and the threshold of a—not necessarily unique—“minimal” VCA ac-
cepting L. This requires a reasonable definition of minimality, which aggregates
both the number of states and the threshold. Instead, we focus on characteristic
parameters of the uniquely defined behavior graph BGL: Its width K as well as
the offset m and the period k of its characteristic description. These parameters
describe the size of Aα for the characteristic description α of BGL. In general,
there can be smaller VCAs for L, but note that each VCA for L needs at least
K states because it has to distinguish different equivalence classes that are on
the same level. The offset also influences the size of the automaton because the
number of different transition functions depends on it.

The complexity of the teacher’s answers can be defined more naturally as the
length l of (the longest) counter-examples as in Angluin’s original work [3].

Theorem 2. Let L be a VCA-acceptable language over a pushdown alphabet Σ̃,
whose characteristic description has offset m and period k, and let K be the width
of the behavior graph BGL. Given a teacher for L, which answers membership,
partial equivalence and equivalence queries, a VCA recognizing L can be computed
in polynomial time in the characteristic parameters of the language L. Is l the
length of the longest counter-example returned on (partial) equivalence queries,
the algorithm asks O(K2l6) membership queries, O(l3) equivalence queries and
O(Kl2) partial equivalence queries.

The main argument is that, after the algorithm terminates, the table has
polynomial size (a height of m + 2k + s is already sufficient). Moreover, all
operations on the observation table can be performed in polynomial time with
respect to its size. Thus, the algorithm runs in polynomial time. The next proof
provides a precise runtime estimation.

Proof (of Theorem 2). We first observe that the level of O increases if and only
if a counter-example to an equivalence query is added. Thus, the level of O is de-
termined by the height of the counter-examples and the level after termination is
exactly the maximal height of a counter-example. The number of loops performed
by Algorithm 1 is therefore bounded by l since the height of a counter-example
can be at most l2 .

In each loop of the algorithm, BGL|t for a level t ≤ l is learned. During the
learning the table may not be closed. Lemma 6 shows that this can happen at
most K ·t ≤ K ·l times. Every time the table is not closed, one new representative
is added to the table. Thus, at most K · l representatives are added while O was
not closed. Using the same argumentation, at most K · l samples are added
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while the table was not consistent. Moreover, every time a counter-example was
returned on a partial equivalence query, l representatives and l sample are added.

Subsequent to the learning of BGL|t , periodic descriptions are computed and
an equivalence query is conducted for each of them. If no VCA accepting L
is found, then a counter-example is processed. Thereby l representatives and l
samples are added.

The loop of Algorithm 1 is executed at most l times and, hence, the table
contains a total of O(Kl3) representatives and samples after termination. There-
fore, the size of the table is O(K2l6), which also corresponds to the number of
membership queries conducted. The number of partial equivalence queries can
be bounded by O(Kl2) since there are at most K · l partial equivalence queries
in each loop.

To estimate the number of equivalence queries, we use the PBFS described
above to identify periodic descriptions. We observe that there are at most l2

pairs of candidates for offsets and periods in each loop. Each of them may yield
a periodic description β for which the VCA Aβ is constructed and an equivalence
query is conducted. Thus, O(l3) equivalence queries are conducted.

To prove the claimed polynomial runtime, it is left to show that all operations,
i.e. checking whether O is closed and consistent, constructing BGO, computing
the periodic descriptions β as well as the construction of the conjectures Aβ, can
be done in polynomial time.

The effective runtime mainly depends on the specific implementations so that
we refrain from doing a detailed runtime analysis here. However, it is not hard to
verify that checking whether O is closed and consistent, the construction of BGO
and the VCAs Aβ can be done in polynomial time in the size of O if implemented
reasonable.

As already mentioned the identification of the periodic descriptions can be
done in polynomial time, too, since it basically can be reduced to finding an
isomorphism in deterministic edge-labeled graphs. Using a parallel breadth-first
search (see Figure 4), we can state this more precise: To compute a periodic
description, one has to execute a parallel breadth-first search for every pair of
equivalence classes [[w]]O on level m and [[w′]]O on level m+k in the worst case. In
each of these K2 searches all equivalence classes from level m to level m+ 2k− 1
of BGO have to be considered at most once. Thus, a parallel breadth-first search
runs in time O(K3k). ⊓⊔

4 Conclusion

We have presented an algorithm for actively learning a visibly one-counter au-
tomaton for a target language from a teacher. The complexity of the algorithm
is polynomial in the characteristic parameters of the language (the width, offset
and period of the behavior graph), and uses membership, equivalence, and par-
tial equivalence queries, where the latter type of query asks for the correctness
of the conjecture on certain subsets of the given target language.

As mentioned in the introduction, this study was originally motivated by the
problem of learning visibly pushdown automata that can store the input symbols
(of type push) on the stack. Thus, we are interested in developing a learning
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algorithm for this extended class of visibly pushdown automata. The method
introduced by Fahmy and Biermann [6] works for general real-time automata
with some external memory, but as in the case of one-counter automata, the
restriction imposed by the typed input alphabet of visibly pushdown automata
makes the problem different.

One should mention here that learning for the full class of visibly pushdown
automata can be reduced to learning finite tree automata because there is a tight
relationship between these two models. Since the theory of finite word automata
smoothly extends to finite tree automata, Angluin’s algorithm can be adapted
to this setting (see [5] for an adaption of Angluin’s algorithm to tree automata).
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4. V. Bárány, C. Löding, and O. Serre. Regularity problems for visibly pushdown languages.
In Proceedings of STACS’06, volume 3884 of LNCS, pages 420–431. Springer, 2006.
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recent network simulators: A performance evaluation study

2008-17 Peter Schneider-Kamp: Static Termination Analysis for Prolog using

Term Rewriting and SAT Solving

2008-18 Falk Salewski: Empirical Evaluations of Safety-Critical Embedded Sys-

tems

2008-19 Dirk Wilking: Empirical Studies for the Application of Agile Methods to

Embedded Systems

2009-02 Taolue Chen, Tingting Han, Joost-Pieter Katoen, Alexandru Mereacre:

Quantitative Model Checking of Continuous-Time Markov Chains

Against Timed Automata Specifications

2009-03 Alexander Nyßen: Model-Based Construction of Embedded

Real-Time Software - A Methodology for Small Devices

2009-04 Daniel Klünder: Entwurf eingebetteter Software mit abstrakten Zus-

tandsmaschinen und Business Object Notation

2009-05 George B. Mertzios, Ignasi Sau, Shmuel Zaks: A New Intersection Model

and Improved Algorithms for Tolerance Graphs

2009-06 George B. Mertzios, Ignasi Sau, Shmuel Zaks: The Recognition of Tol-

erance and Bounded Tolerance Graphs is NP-complete

24



2009-07 Joachim Kneis, Alexander Langer, Peter Rossmanith: Derandomizing

Non-uniform Color-Coding I

2009-08 Joachim Kneis, Alexander Langer: Satellites and Mirrors for Solving In-

dependent Set on Sparse Graphs

2009-09 Michael Nett: Implementation of an Automated Proof for an Algorithm

Solving the Maximum Independent Set Problem

2009-10 Felix Reidl, Fernando Sánchez Villaamil: Automatic Verification of the

Correctness of the Upper Bound of a Maximum Independent Set Algo-

rithm

2009-11 Kyriaki Ioannidou, George B. Mertzios, Stavros D. Nikolopoulos: The

Longest Path Problem is Polynomial on Interval Graphs
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